Abstract

This paper introduces an implementation of the Context-Driven Meta-Modeling Paradigm (CDMM-P). This implementation is the proof of concept for the CDMM-P as it shows that the idea of the CDMM-P is feasible. The software system presented here takes the form of the Context-Driven Meta-Modeling Framework (CDMM-F). This framework plays the key role in the Context-Driven Meta-Modeling Technology (CDMM-T) dedicated to generating software system artifacts in a model-driven manner. In contrast to all contemporary approaches to meta-modeling, the meta-model is dynamically loaded from the application context file. In result, the framework has a self-organizing structure and the modeling language does not have a fixed hardcoded predefined structure. This structure, as well as the set of meta-model elements, plays the role of the parameter for the general modeling tool, a part of which is presented in this paper.
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1. Introduction

There are several approaches to meta-modeling (defining modeling languages) known from scientific and industrial literature. The first approach assumes a fixed structure to the modeling language. In such a case, a particular modeling tool is dedicated to the application of one or several predefined modeling languages. This group of tools is represented by commercial solutions offered by IBM/Rational, Visual Paradigm, No Magic and many others. Some of these have free versions; however, these have limitations. There are also open-source solutions like, for example, Eclipse MDT. The second approach is focused just on meta-modeling [11]. This is represented by such commercial products as MagicDraw [10] or such open-source products as Eclipse EMF [1, 2, 5]. However, these tools are based on predefined and, as a consequence, limited elements that can be applied for the construction of the modeling language. Moreover, the result of the modeling process is a tool (appropriate plug-in) that is able to support the defined modeling language only.

It is worth noticing that there are also several modeling standards supported by the Object Management Group (OMG) [8]. These standards result from the long-term analyses of reasons for project failures which was initiated in the USA in the 1970s. This process led to the elaboration of dozens of software development methodologies from the 1980s and early 1990s. On the basis of these methodologies the Unified Modeling Language (UML) standard [8, 9] was born in Rational, and then was acquired by OMG for standardization in 1997. After that, such standards as the Meta-Object Facility (MOF) [7] and Model-Driven Architecture (MDA) [4] built on top of them were defined at the beginning of the twenty-first century. All of these standards and appropriate tools evolve very dynamically, but they introduced important limits to the possible approaches to constructing modeling languages from the very beginning. The most important factor is that the modeling language customization possibilities are very limited. The user of the modeling language can customize the UML language through UML Profiles but he/she is not able to introduce changes to the language structure. Another important limit introduced to the MOF+UML concept is the nature of the standardization process itself. This process is very long lasting, so when new technology is born, its potential user must wait many years for the acceptance of the new version of the UML standard enriched in the notions introduced by the new technology. This problem is known from such old technologies as Aspect Oriented Programming (AOP) [3] which was born in 2002 and was not yet accommodated by UML. It is also known, from such new technologies as Scala programming language [6], which introduced new relationship – traits. This feature of standards and the unacceptably long standardization process are in opposite to the main assumption of MDA – the ability of fast accommodating new technologies for the purpose of generating software project artifacts implemented in these new technologies.

In this paper, the new software framework is introduced. It is based on the Context-Driven Meta-Modeling Paradigm [12] – the new approach to meta-modeling. This approach can break the limits introduced into MOF&UML concepts. It results in the implementation of the general modeling tool that is able to support all current modeler requirements. In comparison to existing modeling tools, the new software framework provides extra opportunity to model in any user-defined modeling language. As a consequence, the modeler may reuse his/her previous modeling languages (both meta-model classes and relationships) and introduce any
structural changes to them according to the current demands. Another new option for the modeler is to customize the modeling language in the same manner as the one required when vertical OMG standards are applied for a particular application domain. The vertical standards being the superset of system of notions required by a modeler should be customized by the modeler to the needs of a particular software system. Moving this approach to the meta-modeling field, the modeler may customize an existing modeling language standard (such as UML) to any substructure of it. There are no tools on the market that offer such a possibility except from the tool which is introduced here.

2. Problem solution concept

In order to construct the implementation of dynamic loading of any required meta-model to the modeling tool, the right system of notions must be introduced. This problem is addressed in this section. The concept of the solution to the problem is also presented here.

In contrast to the approaches presented above, the new approach introduced here results in the implementation of one general modeling tool for any modeling language. The user of the tool can define his/her own modeling language in the form of a graph composed of any kind of nodes and any kind of edges. This potentially unlimited language can be loaded to the tool from the meta-model file.

The solution concept is based on the observation that all contemporary known approaches to meta-modeling have a common disadvantage – namely, that the relationships between meta-model classes are represented in the form of hardcoded references. However, it is possible to represent them in the form of dynamically injected responsibilities. Thus, each meta-model can be decomposed into classes (pure entity classes) and relationship classes (entity relationship classes). They can remain unrelated on the level of the compiled source code. The meta-model can be created at run time from dynamically loaded meta-model structure representation. This meta-model structure takes the role of the modeling application context. As a result, the modeling framework structure can reflect the application context. Moreover, the relationships injected into meta-model classes can take the role of one of many possible responsibilities the meta-model classes can dynamically take – this is why the ‘responsibility’ term is frequently used for relationships in the rest of the paper.

3. Tool implementation

In this section, the implementation of the context-driven meta-modeling tool is presented. The tool is dedicated to construction and usage of a model which is compatible to the particular meta-model.

The implemented tool has the form of the framework. It is composed of fixed elements belonging to the framework, such as configuration, API classes and the distinguished meta-model root element. However, the framework is able to construct itself from the meta-model specification. The most natural meta-model specification is the XML file containing this model. This file takes the role of the application context.
In order to implement the framework, some research was performed. The most important programming language for the framework is Java, as all or almost all contemporary modeling tools are implemented in Java or at least expose their APIs for this programming language. The most attractive technology for this programming language is the Spring framework which supports the required dynamic injections and application context. But the Spring alone was recognized as insufficient. The lacking feature – the ability to introduce dynamic structural changes into classes was offered by AspectJ. Samples illustrating the method of combination of these technologies are presented in Section 4.

All these technologies made it possible to implement the framework briefly characterized in Section 2.

4. Testing

Model-driven tools are difficult to test. The reason for this is that they are able to load a potentially infinite number of different data structures, so they cannot be tested against each of these data structure. However, in the context of the problem stated in the paper, the purpose of testing is not to perform commercial verification of the tool, but to focus on verification of the correctness of the tool implementation against the ability of loading the meta-model dynamically. Therefore, this section is dedicated to verifying whether the tool makes possible to:
- load several different meta-models,
- create models compatible to each meta-model through the tool’s API,
- navigate through the model structure and acquire model elements.

In order to check each of the functional features presented above, the following steps were performed:
- testing meta-models were created in the form of UML diagrams,
- testing simple XML graphs of these meta-models were created,
- testing Spring application contexts XML files for the framework for the above graphs were created,
- test scenarios for:
  - creating models,
  - navigating through each model structure,
  - getting model elements and checking if they are the same as created before.

In order to illustrate the testing approach, which is done in Subsection 4.1, an example meta-model was chosen. The test scenario for this meta-model is also presented below to display the nature of the client’s code. Moreover, the different meta-model structures that were the subject of testing activities are shown below in Subsection 4.1.

4.1. Different meta-model examples

Several different meta-model UML diagrams that are the subject of testing are presented below. They are very simple as they were intended to test meta-model relationship class and meta-model entity class features which are especially difficult for implementation.
The set of meta-models presented in Figures 1–6 is limited to chains and trees only. All the meta-models shown in these figures are elaborated to test the possibility of building any meta-model in the form of a graph and should be interpreted as the proof of the concept. Therefore, the ability of constructing meta-models from meta-model building blocks is tested through the meta-models presented below. This approach solves the typical problem also known from modeling tools – how to test the correctness of the potentially infinite number of models. However, the problem known from modeling discipline is moved here to meta-modeling field.

Some notational conventions should be explained here:
- green rectangles – class under test,
- red associations – responsibility under test,
- stereotypes in red – type of a responsibility (the relation class),
- stereotypes in black – logical exclusions of a particular types of responsibilities, which are necessary to test all cases,
- \( j, k, l \) postfixes in class names – particular domain classes that fulfill the following logical condition: \( i \neq j \) and \( i \neq k \) and \( j \neq k \),
- \( m, n \) postfixes in stereotypes – particular responsibilities that fulfill the following logical condition: \( m \neq n \),

The particular classes: \( R \) for root class of the meta-model and \( D_i \) for domain classes are always tested in combination with their responsibilities – this is why associations going out from the green rectangles are always red according to the convention rules.

The first group of Figures 1–4 shows meta-models that share the same responsibilities between classes involved in testing process. Figure 1 presents a meta-model for testing the correctness of enrichment of root meta-model class (R) by the same responsibilities (Rm).

Enrichment of meta-model domain classes (Dj) in the same responsibilities (Rm) is presented in Fig. 2.

Figure 3 is focused on the meta-model which is dedicated to testing the transitiveness of the enrichment of both the root meta-model class (R) and the domain meta-model class (Dj) in the same responsibilities (Rm).
Similarly, Fig. 4 presents a meta-model used to test the correctness of the transitive enrichment of the two different meta-model domain classes (Dj, Dk) in the same responsibilities (Rm).
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**Fig. 2.** The same responsibility (Rm) originated in the Domain (Dj) meta-model element
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**Fig. 3.** The same responsibility (Rm) originated in both Root (R) and Domain (Dj) meta-model elements

Similarly, Fig. 4 presents a meta-model used to test the correctness of the transitive enrichment of the two different meta-model domain classes (Dj, Dk) in the same responsibilities (Rm).
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**Fig. 4.** The same responsibility (Rm) originated in different Domain meta-model elements (Dj, Dk)

The Figs. 5–6, on the other hand, contain meta-models that test the correctness of combining different responsibilities injected into same classes. The meta-model root class (R) is enriched in different responsibilities (Rm, Rn) in Fig. 5.
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**Fig. 5.** Different responsibilities (Rm, Rn) originated in the Root (R) meta-model element

Figure 6 presents enrichment of the meta-model domain (Dj) class in different responsibilities (Rm, Rn).

All meta-models presented above were tested by unit tests of each class. The meta-models were also tested by scenario tests. Each scenario test has two parts: one for the
model construction and one for the model traversal. Several models (meta-model instances) were created to execute such a particular scenario test.

The framework passed all tests explained above.

4.2. Sample meta-model testing

In this subsection, the sample test scenario is presented for the meta-model shown in Figure 5. However, first the Spring and AspectJ application-context file which constitutes the definition of the modeling language (meta-model) is shown in Fig. 7.

The test scenario for constructing a model which is an instance of the sample meta-model from Fig. 7 and then for traversing the model are presented in Fig. 8.

Such tests were created for all meta-models which were taken into account during the activity of tests strategy planning. They confirmed the correctness of the approach and feasibility of the framework implementation based on the concept presented in the paper.
Fig. 7. Definition of the sample meta-model in the form of Spring and AspectJ application context
5. Conclusions

In this paper, the materialization of an idea based on the CDMM-P paradigm was presented. It was shown that the CDMM-F framework being the implementation of the CDMM-P can be realized in the form of a self-organizing software system the structure of which is defined by the application context of this system. The set of risks specific for such an approach was identified and addressed by test cases. The CDMM-F was implemented and tested against these risks. Thus, the proof of the concept for both CDMM-P and CDMM-F was made and presented in the paper.

There is a lot of possible investigative directions that are worthy of taking in future. However, the most important aim at the moment is to elaborate several API versions for the framework. Two such APIs have been defined and tested so far. These require information about the meta-model structure for the purpose of navigation through the model from the test

Fig. 8. Framework implementation scenario test for the sample model created for a particular meta-model
or framework’s client source code. In the next step, the reflective API should be elaborated and tested. As the result of this step the client’s source code should become independent of the meta-model structure.
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