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Notions of context-driven meta-modeling (CDMM)

Abstract
The paper focuses on the meta-model notions and introduces new terminology to the meta-modeling discipline. This terminology refers to the new concept of Context-Driven Meta-Modeling (CDMM), which is more general than other approaches to defining modeling languages. In the result it extends the meta-modeling domain vocabulary. All notions in the paper were introduced on the basis of the decomposition of responsibilities identified in meta-models. Till now modeling languages were assumed to be compact and monolithic structures, in contrast to good design practices, not being a subject of any decomposition. The system of notions introduced in the paper is general enough to be sufficient when Context-Driven Meta-Modeling Paradigm (CDMM-P) is combined with the traditional class-object paradigm.
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1. Introduction

In the paper new meta-modeling notions are introduced. In contrast to standard approaches to defining modeling languages managed by Object Management Group (OMG) like MOF, CMOF and EMOF [11], UML [4, 15], BPMN2 [5] or managed by IBM, like eCore, the notions presented below result from the analysis of meta-model responsibilities. All mentioned meta-models are statically defined as compact monolithic structures at compile-time, like in [1–3, 6–9, 12–14]. As the result the introduction of a structural change to such meta-model is difficult. In consequence, this traditional standard-based approach to defining modeling languages significantly slows down the whole Model-Driven Design market. First, a change introduction to a meta-model is a long-lasting process. A good example of this problem is an Aspect-Oriented Programming (AOP) released in 2002 which has not been reflected in the UML standard [15] yet. Second, strangely enough, all standards mentioned above are specified against good design practices introduced and popularized just by the OMG-related community.

The lacking element that helps to introduce or rather identify and differentiate already existing but hidden responsibilities in these standards is the concept of the Context-Driven Meta-Modeling (CDMM) related to the Context-Driven Meta-Modeling Paradigm (CDMM-P) [21]. The paradigm is implemented in the form of the Context-Driven Meta-Modeling Framework (CDMM-F) [17] and supported by some tools [19, 20] to prove the feasibility of the CDMM-related concepts. Also other problems are published [16, 18].

2. CDMM overview

Meta-models in CDMM are composed of classes which are not related at compile-time - there are no references from one class to the other. These classes are divided into classes that should be placed in the meta-model graph nodes and classes that should be placed in the meta-model graph edges. This is different from other approaches as they do not have class representation of relations. The meta-model graph is created at run-time from these classes. Application context plays a special role in this approach [16]. The more extended description of the CDMM is presented in [16, 17, 21].

The CDMM-F has been implemented in Java, Spring and AspectJ technologies. The inversion of control (IoC) architectural pattern and the aspect-oriented concept of injecting default implementation of an interface is crucial in the CDMM-F.

The CDMM-Meta-Modeler [19, 20] is an Eclipse PlugIn for creating CDMM-compliant meta-models. Both cited papers constitute a good introduction to the CDMM concept as they are focused on the graphical modeling of meta-models, so they are illustrative.
3. Meta-modeling notions

There are several reasons for specificity of the meta-modeling terminology:
▶ nature of the CDMM elements characterized shortly in section 2,
▶ the decomposition of the meta-model into graph and graph classes responsibilities,
▶ the possibility of embedding responsibilities in the meta-model graph through the CDMM-P based mechanisms like in [18].

The whole terminology is addressed to meta-model classes and was divided into two main categories:
▶ node-related classes,
▶ arc-related classes.

The new terms introduced in the paper according to the assumptions presented above are contained in Tables 1–2. All terms are shortly described and named. The system of stereotypes is also introduced in Tables 1–2 for later use in meta-models and succeeding papers. Some stereotypes are abstract (they cannot be used in meta-models) – printed in italics and some are concrete - printed in bold in Tables 1–2.

It is worthy of notice that there is only one responsibility integrated to the meta-model class as long as the CDMM paradigm is taken into account: entity - a class responsible for storing and giving access to data and some responsibilities are taken dynamically from the role a class plays regarding meta-model. Entity classes are so natural elements of CDMM-compliant meta-models as the CDMM meta-models are equivalent to data layer models applied to meta-modeling as the application domain.

Another classification dimension is connected to the fact that a meta-model graph may be constructed from empty classes just to represent the pure structure. This structure is then a subject of embedding other classes as meta-model responsibilities. So, there are the following terms shown in Tables 1–2:
▶ skeleton class – an empty class dedicated to being a meta-model graph structure,
▶ entity class – a class representing data that can be placed in a meta-model graph node or edge; other classes that is classifiers or domain classes are not allowed to be placed in the meta-model graph structure as they influence negatively the Application Programming Interface (API) dedicated to traversing meta-model graph.

The same classification of meta-model responsibilities is shown in the Figure 1 in the form of the UML class diagram, but it is limited there to stereotypes grouped into packages. There is also a coloring convention introduced in the Figure 1: green classes are specific to the nodes and blue classes are specific to the arcs. It is worth noticing here that there may be however also some classes of responsibilities embedded to both node classes and edge classes of the meta-model graph.
<table>
<thead>
<tr>
<th>Notion description</th>
<th>Names</th>
<th>Range</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Table 1. Node-related meta-model classes</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Notion description</strong></td>
<td><strong>Names</strong></td>
<td><strong>Range</strong></td>
</tr>
<tr>
<td><strong>full</strong></td>
<td><strong>abbreviated</strong></td>
<td><strong>stereotype</strong></td>
</tr>
<tr>
<td>A class in a meta-model graph node</td>
<td>meta-model graph node class</td>
<td>node class</td>
</tr>
<tr>
<td>A meta-model entity class embedded in a meta-model graph node class</td>
<td>meta-model graph entity node class</td>
<td>entity node class</td>
</tr>
<tr>
<td>An empty meta-model graph node class</td>
<td>meta-model skeleton node class</td>
<td>skeleton node class</td>
</tr>
<tr>
<td>A non-empty meta-model graph node class</td>
<td>meta-model graph entity node class</td>
<td>entity node class</td>
</tr>
<tr>
<td>A structural responsibility class embedded in a meta-model graph node class</td>
<td>meta-model node responsibility class</td>
<td>node responsibility class</td>
</tr>
<tr>
<td>A meta-model entity class embedded in an empty meta-model graph node class</td>
<td>meta-model skeleton node entity class</td>
<td>skeleton node entity class</td>
</tr>
<tr>
<td>A meta-model domain class embedded in a non-empty meta-model graph node class</td>
<td>meta-model entity node entity class</td>
<td>entity node entity class</td>
</tr>
<tr>
<td><strong>Table 2. Arc-related meta-model classes</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>Notion description</strong></td>
<td><strong>Names</strong></td>
<td><strong>Range</strong></td>
</tr>
<tr>
<td><strong>full</strong></td>
<td><strong>abbreviated</strong></td>
<td><strong>stereotype</strong></td>
</tr>
<tr>
<td>A class in a meta-model graph node</td>
<td>meta-model graph arc class</td>
<td>arc class</td>
</tr>
<tr>
<td>A meta-model entity class embedded in a meta-model graph node class</td>
<td>meta-model graph arc entity class</td>
<td>arc entity class</td>
</tr>
<tr>
<td>An empty meta-model graph node class</td>
<td>meta-model skeleton arc class</td>
<td>skeleton arc class</td>
</tr>
<tr>
<td>A non-empty meta-model graph node class</td>
<td>meta-model graph entity arc class</td>
<td>entity arc class</td>
</tr>
<tr>
<td>A structural responsibility class embedded in a meta-model graph node class</td>
<td>meta-model arc responsibility class</td>
<td>arc responsibility class</td>
</tr>
<tr>
<td>A meta-model entity class embedded in an empty meta-model graph node class</td>
<td>meta-model skeleton arc entity class</td>
<td>skeleton arc entity class</td>
</tr>
<tr>
<td>A meta-model domain class embedded in a non-empty meta-model graph node class</td>
<td>meta-model entity arc entity class</td>
<td>entity arc entity class</td>
</tr>
</tbody>
</table>
4. Illustration

In order to show how concrete stereotypes shown in the Figure 1 can be applied in meta-models for the meta-model elements classification purposes a diagram was presented in Figure 2. This figure helps to explain why such terms like the ones presented in Tables 1-2 and in the Figure 1 were introduced in the paper.

There are some conventions in Figure 2:
- CDMM-compliant relationships are represented in the form of dotted line directed graph edges,
- meta-model graph node classes are depicted in green while their responsibilities are displayed in grey,
- there is only one layer of responsibilities taken into account in the examples.

Only the direct neighbors of meta-model graphs were taken into account in Figure 2. But the responsibilities added to the meta-model graph may take the form of complex and deep hierarchies. The hierarchies may constitute layers of responsibilities.

The example shown in the Figure 2 is focused on the entity classes. The CDMM-compliant meta-model presented in the figure can be created at run-time and, in the consequence, it could be easily changed. There are no arc classes shown in the diagram (lack of stereotypes associated to the graph arcs), nevertheless they must be used to interrelate node classes.
A sample CDMM compliant meta-model graph is presented in the Figure 2. It conforms to the convention: graph nodes in green and additional structural responsibilities in gray. Some stereotypes from the Table 1 and from the Figure 1 are applied in the meta-model graph to specify the role of the graph elements they play regarding the meta-model graph. There are two nodes consisting of empty classes, which are stereotyped by <<sn>> and there is one node class being an entity class, which is stereotyped by <<en>>. There are also entity classes which perform different roles in relation to the meta-model nodes. The class stereotyped by <<sne>> is an entity class which is associated at run-time to an empty node class (stereotyped by <<sn>>). The <<sne>> class is named skeleton node entity class. The <<ene>> stereotype is applied to the entity class which is used to introduce the entity hierarchy to the entity class being already a node class (stereotyped by <<en>>). The <<ene>> class is named entity node entity class. The last class, the one stereotyped by <<ne>>, is an entity class which is reused by two node classes of different types (roles they play in the current meta-model, which is a current context for these classes regarding this particular meta-model). The <<ne>> entity class is applied to <<sn>> and <<en>> classes and that is why just the <<ne>> stereotype is placed in this class - the stereotype without “s” or “e” prefix. This <<ne>> is named just node entity class.

5. Conclusions

The consistent system of notions and the terminology for meta-model elements were introduced in the paper. They were presented in the form of tables, stereotypes and an illustration of application. The motivation for introducing these notions was the clarification of terms used in already published papers. It is worth noticing that notions introduced in the paper can be generalized.

Such the terminology is important for further publications. It introduces the clear and systematic system of notions for referencing in papers. Another important role of the terminology is to define the basis for comparative study between the CDMM-compliant meta-models and other modeling languages. The existence of the terminology also constitutes
the necessary condition for transformations between different meta-models, forming the first step to the CDMM interoperability. The generalization of notions may be useful in papers focused on transformations between different modeling languages. Research on the above mentioned subjects are advanced and the results will be presented in next papers.
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